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## 词法分析

#### Motivation/Aim

编写一个词法分析程序，通过编写词法分析程序，掌握记号、模式与单词，掌握正规式与正规集，掌握有限自动机，掌握如何从正规式到词法分析器的各种算法。

#### Content description

1)Input

Stream of characters

REs(The number of REs is decided by yourself)

2)Output

Sequence of tokens

3)Classes of words are defined by yourself

4)Error handling is included

#### Ideas/Methods

实验采用第二种方法，实现自己的Lex，输入正则表达式，自动输出对应的token，

G -> RE -> NFA -> DFA -> 最小化DFA -> 完成

程序需要对输入的字符串进行判断，是否被最小化DFA接受，若是，则输出token，不是，则程序结束。

#### Assumption

Token分为标识符、关键字、操作符、注释符、整数。

关键字：

**'and'**, **'del'**, **'from'**, **'not'**, **'while'**, **'as'**, **'elif'**, **'global'**, **'or'**, **'with'**, **'assert'**, **'else'**, **'if'**, **'pass'**, **'yield'**,  
**'break'**, **'except'**, **'import'**, **'print'**, **'class'**, **'exec'**, **'in'**, **'raise'**, **'continue'**, **'finally'**, **'is'**, **'return'**, **'def'**,  
**'for'**, **'lambda'**, **'try'**

操作符：

**'<'**, **'<='**, **'='**, **'<>'**, **'>'**, **'>='**, **'+'**, **'-'**, **'/'**, **'+='**, **'-='**

注释符：#

另外，空格、\n、\t、\r在词法分析阶段忽略。

#### Related FA descriptions

将Token构造正则表达式：正则表达式不支持扩展表达

标识符：

**(A|B|C|D|E|F|G|H|I|J|K|L|M|N|O|P|Q|R|S|T|U|V|W|X|Y|Z|a|b|c|d|e|f|g|h|i|j|k|l|m|n|o|p|q|r|s|t|u|v|w|x|y|z|\_)((A|B|C|D|E|F|G|H|I|J|K|L|M|N|O|P|Q|R|S|T|U|V|W|X|Y|Z|a|b|c|d|e|f|g|h|i|j|k|l|m|n|o|p|q|r|s|t|u|v|w|x|y|z|\_)|(0|1|2|3|4|5|6|7|8|9))\*'**

关键字：

**'and'**, **'del'**, **'from'**, **'not'**, **'while'**, **'as'**, **'elif'**, **'global'**, **'or'**, **'with'**, **'assert'**, **'else'**, **'if'**, **'pass'**, **'yield'**,  
**'break'**, **'except'**, **'import'**, **'print'**, **'class'**, **'exec'**, **'in'**, **'raise'**, **'continue'**, **'finally'**, **'is'**, **'return'**, **'def'**,  
**'for'**, **'lambda'**, **'try'**

操作符：

**'<'**, **'<='**, **'='**, **'<>'**, **'>'**, **'>='**, **'+'**, **'-'**, **'/'**, **'+='**, **'-='**

注释符：#

整数：

**(1|2|3|4|5|6|7|8|9)(0|1|2|3|4|5|6|7|8|9)\***

## Description of important Data Structures

## NFA: 使用Thompson算法构造

NFAnode 为每个nfa结点，NFAchar为单个字符时构造的子NFA，NFAor, NFAcat, NFAclosure 分别对应“|”，“连接”，“\*”的正则表达式运算符构建的NFA

**class NFAnode:** # maybe the set next method should be include, thus no need to set the next node everywhere in the code  
 **def \_\_init\_\_(**self, edge**=**None**):** self.edge **=** edge  
 self.next1 **=** None  
 self.next2 **=** None  
 self.state **=** get\_state**()  
  
  
class NFAchar:  
 """  
 NFA of character  
 """  
  
 def \_\_init\_\_(**self, edge**):** self.start **=** NFAnode**(**edge**)** self.end **=** NFAnode**()** self.start.next1 **=** self.end  
  
  
**class NFAor:  
 """  
 operator :|  
 use ~ to represent ε  
 """  
  
 def \_\_init\_\_(**self, nfa1, nfa2**):** self.start **=** NFAnode**('~')** self.start.next1 **=** nfa1.start  
 self.start.next2 **=** nfa2.start  
  
 self.end **=** NFAnode**()** nfa1.end.edge **= '~'** nfa1.end.next1 **=** self.end  
 nfa2.end.edge **= '~'** nfa2.end.next1 **=** self.end  
  
  
**class NFAcat:  
 """  
 operator: `  
 """  
  
 def \_\_init\_\_(**self, nfa1, nfa2**):** nfa1.end.edge **=** nfa2.start.edge  
 nfa1.end.next1 **=** nfa2.start.next1  
 nfa1.end.next2 **=** nfa2.start.next2  
  
 nfa2.start **=** nfa1.end  
  
 self.start **=** nfa1.start  
 self.end **=** nfa2.end  
  
  
**class NFAclosure:  
 """  
 operator: \*  
 """  
  
 def \_\_init\_\_(**self, nfa**):** self.start **=** NFAnode**('~')** self.end **=** NFAnode**()** self.start.next1 **=** nfa.start  
 self.start.next2 **=** self.end  
  
 nfa.end.edge **= '~'** nfa.end.next1 **=** nfa.start  
 nfa.end.next2 **=** self.end

## DFA

DFAnode 是每一个结点，StateSet中dfa中是一个dfa结点链表，通过每个结点中存储的next来表示结点的链接，edge表示通过什么符号到达下个结点，edge中的元素位置与next中存储的下一个结点的元素位置一一对应。

**class DFAnode:  
 def \_\_init\_\_(**self**):** self.state **=** get\_state**()** self.next **= []** # multiple next node, like LinkedList<LinkedList<>> in java  
 self.edge **= []** # save with what char to turn to next  
  
 **def add\_edge(**self, next\_node, one\_edge**):** self.next.append**(**next\_node**)** self.edge.append**(**one\_edge**)  
  
  
class StateSet:  
 def \_\_init\_\_(**self**):** self.state\_set\_list **= []** # this is a list of set; just like list(set1,set2 ...,etc)  
 self.marker **= []** # this marks whether the state\_set in the list has calculate the e-closure(move(A,char))  
 self.dfa **= []** self.terminals **= {}** # {state:token}  
  
 **def is\_all\_marked(**self**):  
 if** 0 **not in** self.marker**:  
 return** True  
 **else:  
 return** False  
  
 **def get\_not\_marked(**self**):  
 for** i, item **in** enumerate**(**self.marker**):  
 if** item **==** 0**:  
 return** i  
  
 **def add\_without\_mark(**self, new\_state\_set**):** self.state\_set\_list.append**(**new\_state\_set**)** self.marker.append**(**0**)** self.dfa.append**(**DFAnode**())  
  
 def DFA\_to\_DFAo(**self, nfa\_end, end\_state\_token**):** final **= []** states\_non\_term **= []** states\_term **= []  
 for** nfa\_nodes, dfa\_node **in** zip**(**self.state\_set\_list, self.dfa**):** is\_terminal **=** False  
 **for** node **in** nfa\_nodes**:  
 if** node.state **==** nfa\_end.state**:** is\_terminal **=** True  
 **if** is\_terminal**:** states\_term.append**(**dfa\_node**)  
 else:** states\_non\_term.append**(**dfa\_node**)** s\_non\_term **=** self.\_euqal**(**states\_non\_term**)** s\_term **=** self.\_euqal**(**states\_term**)** final.extend**(**s\_non\_term**)** final.extend**(**s\_term**)** # remove extra and replace by the reprensent  
 **for** equal\_set **in** final**:** represent **=** equal\_set**[**0**]  
 for** extra **in** equal\_set**:  
 if not** extra **==** represent**:** self.\_remove\_extra**(**represent, extra**)  
  
 for** i, nodes **in** enumerate**(**self.state\_set\_list**):  
 for** every\_node **in** nodes**:  
 for** every\_nfa\_node, token **in** end\_state\_token.items**():  
 if** every\_nfa\_node **==** every\_node**:** self.terminals**[**self.dfa**[**i**]**.state**] =** token  
  
 **def \_remove\_extra(**self, represent, extra\_node**):** self.state\_set\_list.pop**(**self.dfa.index**(**extra\_node**))** self.dfa.remove**(**extra\_node**)  
 for** node **in** self.dfa**:  
 if** extra\_node **in** node.next**:** ii **=** node.next.index**(**extra\_node**)** node.next**[**ii**] =** represent  
  
 **def \_euqal(**self, dfa\_node\_list**):** res **= []** visted **=** set**()  
 for** i **in** range**(**len**(**dfa\_node\_list**)):  
 if** i **in** visted**:  
 continue** inner **= [**dfa\_node\_list**[**i**]]  
 for** j **in** range**(**i **+** 1, len**(**dfa\_node\_list**)):  
 if** self.\_compare**(**dfa\_node\_list**[**i**]**, dfa\_node\_list**[**j**]):** inner.append**(**dfa\_node\_list**[**j**])** visted.add**(**j**)** res.append**(**inner**)  
 return** res  
  
 **def \_compare(**self, dfa\_node1, dfa\_node2**):  
 if** dfa\_node1.next **==** dfa\_node2.next **and** dfa\_node1.edge **==** dfa\_node2.edge**:  
 return** True  
 **else:  
 return** False

#### Description of core Algorithms

本算法的要求是从字符串表示的代码段中识别具有独立意义的单词、符号，要做到根据扫描到单词符号的第一个字符的种类，拼出相应的单词符号。关键字也作为标识符。当扫描程序扫描到标识符时，优先查找一张事先建立好的关键字表，若能匹配，则将该单词识别为关键字，否则为一般性质的标识符。

识别出源程序中的各个单词符号，并转换成内部编码形式，各个单词符号分为：reserve, id, operator, num这几种。删除无用的空白字符回车字符以及其他非实质性字符。删除注释。进行词法检查，报告所发现的错误。

错误检测：实现定位到错误发生的代码行。‘2b’为输入文件中的错误字段。![](data:image/png;base64,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)
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Main 实现输入输出及调用其他方法，My\_RE事实上是作为输入文件，存储想使用的正则表达式，其他的文件作用如名字所示

#### Use cases on running

输入程序：Python\_file\_for\_test.py

**from** numpy **import** sum  
**import** random  
  
  
**class Proxies(**object**):** a **=** 3 **+** 15 **/** 2  
 2b **=** 1  
 **def \_\_init\_\_(**self**):** self.proxies **=** list**()** # self.maintain\_ip()  
  
 # def maintain\_ip(self):  
 # self.proxies = list()  
 # soup = page\_read.page\_read\_nolog("http://www.free-proxy-list.net/")  
 # tbody = soup.find\_all('tbody')[0]  
 # for row in tbody.find\_all('tr'):  
 # proxytem = {"http": "http://" + row.find\_all('td')[0].get\_text() + ":" + row.find\_all('td')[1].get\_text()}  
 # self.proxies.append(proxytem)  
  
 **def random\_ip(**self**):  
 if** len**(**self.proxies**) <** 20**:  
 return** self.proxies**[**random.randint**(**0, 20**)]**

**输出结果：**

from FROM  
numpy id  
import IMPORT  
sum id  
import IMPORT  
random id  
class CLASS  
Proxies id  
object id  
a id  
= operator  
3 num  
+ operator  
15 num  
/ operator  
2 num  
Line7: Error, 2b: id can not start with number  
2 num  
= operator  
1 num  
def DEF  
\_\_init\_\_ id  
self id  
self id  
proxies id  
= operator  
list id  
def DEF  
random\_ip id  
self id  
if IF  
len id  
self id  
proxies id  
< operator  
20 num  
return RETURN  
self id  
proxies id  
random id  
randint id  
20 num

#### Problems occurred and related solutions

主要还是实践度不够，缺乏动手实践，需要多加练习。

#### Your feelings and comments

通过本实验的完成，我加深了对词法分析原理的理解，实践了由表达式到最小化DFA的说算法设计和技术。同时对课程的知识有了自己的发现，比如求最小集过程：不就是先分成结束集和非结束集，一次性比较是否所有后续状态都一样嘛！一样则加入同一集合当中，这样就不用像上课讲的求循环那么繁复了。同时还加深了对python的理解。多态以及值传递。实验很好！